**BStrategy Design Pattern**

**Motivation**

There are common situations when classes differ only in their behavior.

For these cases it is a good idea to isolate the algorithms in separate classes in order to have the ability to select different algorithms at runtime. 

**Intent**

Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.

**Implementation**

![Strategy Implementation UML Class Diagram](data:image/gif;base64,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)

Participants of this pattern are:

* **Strategy** - defines an interface common to all supported algorithms. Context uses this interface to call the algorithm defined by a **ConcreteStrategy**.
* **ConcreteStrategy** - each concrete strategy implements an algorithm.
* **Context** - contains a reference to a strategy object. It may define an interface that lets strategy accessing its data.

The Context objects contains a reference to the **ConcreteStrategy** that should be used.

When an operation is required then the algorithm is run from the strategy object.

The **Context** is not aware of the strategy implementation.

If necessary, addition objects can be defined to pass data from context object to strategy.   
  
The context object receives requests from the client and delegates them to the strategy object.

Usually the **ConcreteStrategy** is created by the client and passed to the context. From this point the clients interacts only with the context.

**Applicability and Example**

**Switch statements or if-else** chains are candidates for refactoring to a Strategy pattern (as they are for the State pattern).

The difference between the two is their intent: **State** encapsulates data and possibly the transition to other States; a Strategy object usually does not produce other Strategy implementations and hides complex behavior.

The implementation of the Strategy pattern usually follows the classical composition paradigm: Context has a private field reference to a Strategy, while Strategy may be shareable as a **Flyweight** if the Context passes to it the necessary parameters (or even itself) when calling its methods.

The composition of a Strategy object is a valuable alternative to inheritance: Strategy can be think of as a generalization of many patterns that gain their power from favoring composition.

An **Abstract Factory** is in fact a Strategy dedicated to the creation of objects; an **Adapter** allows retrofitting an object as a Strategy for another one; and so on.

The code sample uses hidden Strategy objects for the sorting process of a Collection, in particular for comparing two values.

<?php

/\*\*

\* Using the Strategy design pattern.

\* Defines a behavior for comparing two objects

\* of the Collection.

\*/

**interface** Comparator

{

/\*\*

\* **@return** integer -1 if $a should precede $b

\* 1 if $b should precede $a

\* 0 if considered equal

\*/

**public function** compare($a, $b);

}

/\*\*

\* The Context where the Strategy is employed.

\* Strategy is stored as a private field which can

\* be initialized only one time.

\*/

**class** Collection **implements** Countable

{

**private** $\_elements;

**private** $\_comparator;

**public function** \_\_construct(**array** $elements = **array**())

{

$this->\_elements = $elements;

}

**public function** initComparator(Comparator $comparator)

{

**if** (**isset**($this->\_comparator)) {

**throw new** Exception("A Comparator is already present.");

}

$this->\_comparator = $comparator;

}

**public function** sort()

{

$callback = **array**($this->\_comparator, 'compare');

uasort($this->\_elements, $callback);

}

/\*\*

\* A representation for a clear output.

\*/

**public function** \_\_toString()

{

$elements = **array**();

**foreach** ($this->\_elements **as** $value) {

**if** (is\_array($value)) {

$value = 'Array with ' . count($value) . ' elements';

}

$elements[] = $value;

}

**return** '(' . implode(', ', $elements) . ')';

}

**public function** count()

{

**return** count($this->\_elements);

}

}

/\*\*

\* A ConcreteStrategy that compares via the native operator.

\*/

**class** NumericComparator **implements** Comparator

{

**public function** compare($a, $b)

{

**if** ($a == $b) {

**return** 0;

}

**return** $a < $b ? -1 : 1;

}

}

/\*\*

\* A ConcreteStrategy that compares via the result

\* of the count() function.

\*/

**class** CountableObjectComparator **implements** Comparator

{

**public function** compare($a, $b)

{

**if** (count($a) == count($b)) {

**return** 0;

}

**return** count($a) < count($b) ? -1 : 1;

}

}

// ordering numbers

$numbers = **new** Collection(**array**(4, 6, 1, 7, 3));

$numbers->initComparator(**new** NumericComparator);

$numbers->sort();

**echo** $numbers, "\n";

// ordering Countable objects

$first = **array**(1, 2, 3);

$second = **array**(1, 2, 3, 4);

$third = **new** Collection(**array**(1, 2, 3, 4, 5));

$objects = **new** Collection(**array**($third, $second, $first));

$objects->initComparator(**new** CountableObjectComparator);

$objects->sort();

**echo** $objects, "\n";

**Specific problems and implementation**

* **Passing data to/from Strategy object**

Usually each strategy need data from the context and have to return some processed data to the context. This can be achieved in 2 ways:

* Creating some additional classes to encapsulate the specific data.
* Passing the context object itself to the strategy objects. The strategy object can set returning data directly in the context.

When data should be passed the drawbacks of each method should be analyzed.

For example, if some classes are created to encapsulate additional data, a special care should be paid to what fields are included in the classes.

Maybe in the current implementation all required fields are added, but maybe in the future some new strategy concrete classes require data from context which are not include in additional classes.

Another fact should be specified at this point: it's very likely that some of the strategy concrete classes will not use field passed to the in the additional classes.  
  
On the other side, if the context object is passed to the strategy then we have a tighter coupling between strategy and context.

* **Families of related algorithms**

The strategies can be defined as a hierarchy of classes offering the ability to extend and customize the existing algorithms from an application.

At this point the composite design pattern can be used with a special care. 

* **Optionally Concrete Strategy Objects**

It's possible to implement a context object that carries an implementation for default or a basic algorithm.

While running it, it checks if it contains a strategy object. If not it will run the default code and that's it. If a strategy object is found, it is called instead (or in addition) of the default code.

This is an elegant solution to exposing some customization points to be used only when they are required. Otherwise the clients don't have to deal with Strategy objects.

* **Strategy and Creational Patterns**

In the classic implementation of the pattern the client should be aware of the strategy concrete classes. In order to decouple the client class from strategy classes is possible to use a factory class inside the context object to create the strategy object to be used.

By doing so the client has only to send a parameter (like a string) to the context asking to use a specific algorithm, being totally decoupled of strategy classes.

* **Strategy and Bridge**

Both of the patterns have the same UML diagram. But they differ in their intent since the strategy is related with the behavior and bridge is for structure. Furthermore, the coupling between the context and strategies is tighter that the coupling between the abstraction and implementation in the bring pattern.

**Hot points**

The strategy design pattern splits the behavior (there are many behaviors) of a class from the class itself. This has some advantages, but the main drawback is that a client must understand how the Strategies differ.

Since clients get exposed to implementation issues the strategy design pattern should be used only when the variation in behavior is relevant to them.

**Research Work**

***Investigate about the State Pattern and explore how it differs from the Strategy pattern.***